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### 352. Data Stream as Disjoint Intervals

Hard

Given a data stream input of non-negative integers a1, a2, ..., an, ..., summarize the numbers seen so far as a list of disjoint intervals.

For example, suppose the integers from the data stream are 1, 3, 7, 2, 6, ..., then the summary will be:

[1, 1]

[1, 1], [3, 3]

[1, 1], [3, 3], [7, 7]

[1, 3], [7, 7]

[1, 3], [6, 7]

**Follow up:**

What if there are lots of merges and the number of disjoint intervals are small compared to the data stream's size?

### 354. Russian Doll Envelopes

Hard

You have a number of envelopes with widths and heights given as a pair of integers (w, h). One envelope can fit into another if and only if both the width and height of one envelope is greater than the width and height of the other envelope.

What is the maximum number of envelopes can you Russian doll? (put one inside other)

**Note:**  
Rotation is not allowed.

**Example:**

**Input:** [[5,4],[6,4],[6,7],[2,3]]

**Output:** 3

**Explanation: T**he maximum number of envelopes you can Russian doll is 3 ([2,3] => [5,4] => [6,7])

class Solution **{**

public**:**

int maxEnvelopes**(**vector**<**vector**<**int**>>&** envelopes**)** **{**

sort**(**envelopes**.**begin**(),** envelopes**.**end**(),** **[](**vector**<**int**>** **&**a**,** vector**<**int**>** **&**b**){**

**return** a**[**0**]** **<** b**[**0**]** **||** **(**a**[**0**]** **==** b**[**0**]** **&&** a**[**1**]** **>** b**[**1**]);**

**});**

vector**<**int**>** dp**;**

**for** **(**auto **&**v **:** envelopes**)** **{**

auto iter **=** lower\_bound**(**dp**.**begin**(),** dp**.**end**(),** v**[**1**]);**

**if** **(**iter **==** dp**.**end**())** dp**.**push\_back**(**v**[**1**]);**

**else** **if** **(**v**[**1**]** **<** **\***iter**)** **\***iter **=** v**[**1**];**

**}**

**return** dp**.**size**();**

**}**

**};**

### 355. Design Twitter

Medium
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Design a simplified version of Twitter where users can post tweets, follow/unfollow another user and is able to see the 10 most recent tweets in the user's news feed. Your design should support the following methods:

1. **postTweet(userId, tweetId)**: Compose a new tweet.
2. **getNewsFeed(userId)**: Retrieve the 10 most recent tweet ids in the user's news feed. Each item in the news feed must be posted by users who the user followed or by the user herself. Tweets must be ordered from most recent to least recent.
3. **follow(followerId, followeeId)**: Follower follows a followee.
4. **unfollow(followerId, followeeId)**: Follower unfollows a followee.

**Example:**

Twitter twitter = new Twitter();

// User 1 posts a new tweet (id = 5).

twitter.postTweet(1, 5);

// User 1's news feed should return a list with 1 tweet id -> [5].

twitter.getNewsFeed(1);

// User 1 follows user 2.

twitter.follow(1, 2);

// User 2 posts a new tweet (id = 6).

twitter.postTweet(2, 6);

// User 1's news feed should return a list with 2 tweet ids -> [6, 5].

// Tweet id 6 should precede tweet id 5 because it is posted after tweet id 5.

twitter.getNewsFeed(1);

// User 1 unfollows user 2.

twitter.unfollow(1, 2);

// User 1's news feed should return a list with 1 tweet id -> [5],

// since user 1 is no longer following user 2.

twitter.getNewsFeed(1);

### 357. Count Numbers with Unique Digits

Medium

Given a **non-negative** integer n, count all numbers with unique digits, x, where 0 ≤ x < 10n.

**Example:**

**Input:** 2

**Output:** 91

**Explanation:** The answer should be the total numbers in the range of 0 ≤ x < 100,

  excluding 11,22,33,44,55,66,77,88,99

### 363. Max Sum of Rectangle No Larger Than K

Hard

Given a non-empty 2D matrix *matrix* and an integer *k*, find the max sum of a rectangle in the *matrix* such that its sum is no larger than *k*.

**Example:**

**Input:** matrix = [[1,0,1],[0,-2,3]], k = 2

**Output:** 2

**Explanation:** Because the sum of rectangle [[0, 1], [-2, 3]] is 2,

  and 2 is the max number no larger than k (k = 2).

**Note:**

1. The rectangle inside the matrix must have an area > 0.
2. What if the number of rows is much larger than the number of columns?

### 365. Water and Jug Problem

Medium

You are given two jugs with capacities *x* and *y* litres. There is an infinite amount of water supply available. You need to determine whether it is possible to measure exactly *z* litres using these two jugs.

If *z* liters of water is measurable, you must have *z* liters of water contained within **one or both buckets** by the end.

Operations allowed:

* Fill any of the jugs completely with water.
* Empty any of the jugs.
* Pour water from one jug into another till the other jug is completely full or the first jug itself is empty.

**Example 1:** (From the famous [*"Die Hard"* example](https://www.youtube.com/watch?v=BVtQNK_ZUJg))

Input: x = 3, y = 5, z = 4

Output: True

**Example 2:**

Input: x = 2, y = 6, z = 5

Output: False

class Solution **{**

public**:**

bool canMeasureWater**(**int x**,** int y**,** int z**)** **{**

**return** z **==** 0 **||** **(**z **-** x **<=** y **&&** z **%** gcd**(**x**,** y**)** **==** 0**);**

**}**

private**:**

int gcd**(**int x**,** int y**)** **{**

**return** y **==** 0 **?** x **:** gcd**(**y**,** x **%** y**);**

**}**

**};**

### 367. Valid Perfect Square

Easy

Given a positive integer *num*, write a function which returns True if *num* is a perfect square else False.

**Note:** **Do not** use any built-in library function such as sqrt.

**Example 1:**

**Input:** 16

**Output:** true

**Example 2:**

**Input:** 14

**Output:** false

class Solution **{**

public**:**

bool isPerfectSquare**(**int num**)** **{**

long r **=** num**;**

**while** **(**r**\***r **>** num**)**

r **=** **(**r **+** num**/**r**)** **/** 2**;**

**return** r**\***r **==** num**;**

**}**

**};**

class Solution **{**

public**:**

bool isPerfectSquare**(**int num**)** **{**

long long l **=** 0**,** r **=** num**;**

**while** **(**l **<=** r**)** **{**

auto mid **=** l **+** **(**r**-**l**)/**2**;**

auto sqmid **=** mid **\*** mid**;**

**if** **(**sqmid **==** num**)** **return** **true;**

**else** **if** **(**sqmid **<** num**)** l **=** mid **+** 1**;**

**else** r **=** mid **-** 1**;**

**}**

**return** **false;**

**}**

**};**

### 368. Largest Divisible Subset

Medium

Given a set of **distinct** positive integers, find the largest subset such that every pair (Si, Sj) of elements in this subset satisfies:

Si % Sj = 0 or Sj % Si = 0.

If there are multiple solutions, return any subset is fine.

**Example 1:**

**Input:** [1,2,3]

**Output:** [1,2] (of course, [1,3] will also be ok)

**Example 2:**

**Input:** [1,2,4,8]

**Output:** [1,2,4,8]

class Solution **{**

public**:**

vector**<**int**>** largestDivisibleSubset**(**vector**<**int**>&** nums**)** **{**

vector**<**int**>** res**;**

**if** **(**nums**.**empty**())** **return** res**;**

int n **=** nums**.**size**(),** p **=** 0**;**

sort**(**nums**.**begin**(),** nums**.**end**());**

vector**<**pair**<**int**,** int**>>** dp**(**n**);**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

dp**[**i**]** **=** **{**1**,** **-**1**};**

**for** **(**int j **=** 0**;** j **<** i**;** j**++)** **{**

**if** **(**nums**[**i**]** **%** nums**[**j**]** **==** 0**)** **{**

**if** **(**dp**[**j**].**first**+**1 **>** dp**[**i**].**first**)** **{**

dp**[**i**]** **=** **{**dp**[**j**].**first**+**1**,** j**};**

**}**

**}**

**}**

**if** **(**dp**[**i**].**first **>** dp**[**p**].**first**)** p **=** i**;**

**}**

**while** **(**p **!=** **-**1**)** **{**

res**.**push\_back**(**nums**[**p**]);**

p **=** dp**[**p**].**second**;**

**}**

**return** res**;**

**}**

**};**

### 371. Sum of Two Integers

Easy

Calculate the sum of two integers *a* and *b*, but you are **not allowed** to use the operator + and -.

**Example 1:**

**Input:** a = 1, b = 2

**Output:** 3

**Example 2:**

**Input:** a = -2, b = 3

**Output:** 1

class Solution **{**

public**:**

int getSum**(**int a**,** int b**)** **{**

**while** **(**b **!=** 0**)** **{**

int carry **=** a **&** b**;**

a **=** a **^** b**;**

b **=** **(**carry **&** 0x7fffffff**)** **<<** 1**;**

**}**

**return** a**;**

**}**

**};**

### 372. Super Pow

Medium

Your task is to calculate *ab* mod 1337 where *a* is a positive integer and *b* is an extremely large positive integer given in the form of an array.

**Example 1:**

**Input:** a = 2, b = [3]

**Output:** 8

**Example 2:**

**Input:** a = 2, b = [1,0]

**Output:** 1024

class Solution **{**

public**:**

int superPow**(**int a**,** vector**<**int**>&** b**)** **{**

int pre **=** 1**;**

a **%=** 1337**;**

**for** **(**int i **=** b**.**size**()-**1**;** i **>=** 0**;** i**--)** **{**

int cur **=** POW**(**a**,** b**[**i**]);**

pre **=** pre**\***cur **%** 1337**;**

a **=** POW**(**a**,** 10**);**

**}**

**return** pre**;**

**}**

private**:**

int POW**(**int x**,** int n**)** **{**

int ret **=** 1**;**

**while** **(**n**--)** **{**

ret **=** ret**\***x **%** 1337**;**

**}**

**return** ret**;**

**}**

**};**

### 373. Find K Pairs with Smallest Sums

Medium

You are given two integer arrays **nums1** and **nums2** sorted in ascending order and an integer **k**.

Define a pair **(u,v)** which consists of one element from the first array and one element from the second array.

Find the k pairs **(u1,v1),(u2,v2) ...(uk,vk)** with the smallest sums.

**Example 1:**

**Input:** nums1 = [1,7,11], nums2 = [2,4,6], k = 3

**Output:** [[1,2],[1,4],[1,6]]

**Explanation:** The first 3 pairs are returned from the sequence:

  [1,2],[1,4],[1,6],[7,2],[7,4],[11,2],[7,6],[11,4],[11,6]

**Example 2:**

**Input:** nums1 = [1,1,2], nums2 = [1,2,3], k = 2

**Output:** [1,1],[1,1]

**Explanation:** The first 2 pairs are returned from the sequence:

  [1,1],[1,1],[1,2],[2,1],[1,2],[2,2],[1,3],[1,3],[2,3]

**Example 3:**

**Input:** nums1 = [1,2], nums2 = [3], k = 3

**Output:** [1,3],[2,3]

**Explanation:** All possible pairs are returned from the sequence: [1,3],[2,3]

### 374. Guess Number Higher or Lower

Easy

We are playing the Guess Game. The game is as follows:

I pick a number from **1** to ***n***. You have to guess which number I picked.

Every time you guess wrong, I'll tell you whether the number is higher or lower.

You call a pre-defined API guess(int num) which returns 3 possible results (-1, 1, or 0):

-1 : My number is lower

1 : My number is higher

0 : Congrats! You got it!

**Example :**

**Input:** n = 10, pick = 6

**Output:** 6

class Solution **{**

public**:**

int guessNumber**(**int n**)** **{**

int l **=** 1**,** r **=** n**;**

**while** **(**l **<=** n**)** **{**

int mid **=** l **+** **(**r**-**l**)/**2**;**

**switch(**guess**(**mid**))** **{**

**case** 0**:** **return** mid**;** **break;**

**case** **-**1**:** r **=** mid**-**1**;** **break;**

**case** 1**:** l **=** mid**+**1**;** **break;**

**}**

**}**

**return** **-**1**;**

**}**

**};**

### 375. Guess Number Higher or Lower II

Medium

We are playing the Guess Game. The game is as follows:

I pick a number from **1** to **n**. You have to guess which number I picked.

Every time you guess wrong, I'll tell you whether the number I picked is higher or lower.

However, when you guess a particular number x, and you guess wrong, you pay **$x**. You win the game when you guess the number I picked.

**Example:**

n = 10, I pick 8.

First round: You guess 5, I tell you that it's higher. You pay $5.

Second round: You guess 7, I tell you that it's higher. You pay $7.

Third round: You guess 9, I tell you that it's lower. You pay $9.

Game over. 8 is the number I picked.

You end up paying $5 + $7 + $9 = $21.

Given a particular **n ≥ 1**, find out how much money you need to have to guarantee a **win**.

### 376. Wiggle Subsequence

Medium

A sequence of numbers is called a **wiggle sequence** if the differences between successive numbers strictly alternate between positive and negative. The first difference (if one exists) may be either positive or negative. A sequence with fewer than two elements is trivially a wiggle sequence.

For example, [1,7,4,9,2,5] is a wiggle sequence because the differences (6,-3,5,-7,3) are alternately positive and negative. In contrast, [1,4,7,2,5] and [1,7,4,5,5] are not wiggle sequences, the first because its first two differences are positive and the second because its last difference is zero.

Given a sequence of integers, return the length of the longest subsequence that is a wiggle sequence. A subsequence is obtained by deleting some number of elements (eventually, also zero) from the original sequence, leaving the remaining elements in their original order.

**Example 1:**

**Input:** [1,7,4,9,2,5]

**Output:** 6

**Explanation:** The entire sequence is a wiggle sequence.

**Example 2:**

**Input:** [1,17,5,10,13,15,10,5,16,8]

**Output:** 7

**Explanation:** There are several subsequences that achieve this length. One is [1,17,10,13,10,16,8].

**Example 3:**

**Input:** [1,2,3,4,5,6,7,8,9]

**Output:** 2

**Follow up:**  
Can you do it in O(*n*) time?

class Solution **{**

public**:**

int wiggleMaxLength**(**vector**<**int**>&** nums**)** **{**

int n **=** nums**.**size**();**

**if** **(**n **<** 2**)** **return** n**;**

int down **=** 1**,** up **=** 1**;**

**for** **(**int i **=** 1**;** i **<** n**;** i**++)** **{**

**if** **(**nums**[**i**]** **>** nums**[**i**-**1**])**

up **=** down **+** 1**;**

**else** **if** **(**nums**[**i**]** **<** nums**[**i**-**1**])**

down **=** up **+** 1**;**

**}**

**return** max**(**down**,** up**);**

**}**

**};**

### 377. Combination Sum IV

Medium

Given an integer array with all positive numbers and no duplicates, find the number of possible combinations that add up to a positive integer target.

**Example:**

***nums*** = [1, 2, 3]

***target*** = 4

The possible combination ways are:

(1, 1, 1, 1)

(1, 1, 2)

(1, 2, 1)

(1, 3)

(2, 1, 1)

(2, 2)

(3, 1)

Note that different sequences are counted as different combinations.

Therefore the output is ***7***.

**Follow up:**  
What if negative numbers are allowed in the given array?  
How does it change the problem?  
What limitation we need to add to the question to allow negative numbers?

**Credits:**  
Special thanks to [@pbrother](https://leetcode.com/pbrother/) for adding this problem and creating all test cases.

### 378. Kth Smallest Element in a Sorted Matrix

Medium
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Given a *n* x *n* matrix where each of the rows and columns are sorted in ascending order, find the kth smallest element in the matrix.

Note that it is the kth smallest element in the sorted order, not the kth distinct element.

**Example:**

matrix = [

[ 1, 5, 9],

[10, 11, 13],

[12, 13, 15]

],

k = 8,

return 13.

**Note:**   
You may assume k is always valid, 1 ≤ k ≤ n2.

class Solution **{**

public**:**

struct node**{**

int x**,** y**,** value**;**

node**(**int x**,** int y**,** int value**):**x**(**x**),** y**(**y**),** value**(**value**){}**

bool **operator** **<** **(**const node **&**rhs**)** const**{**

**return** value **>** rhs**.**value**;**

**}**

**};**

int kthSmallest**(**vector**<**vector**<**int**>>&** matrix**,** int k**)** **{**

const int dx**[]** **=** **{**1**,** 0**};**

const int dy**[]** **=** **{**0**,** 1**};**

int n **=** matrix**.**size**();**

priority\_queue**<**node**>** pq**;**

pq**.**push**({**0**,** 0**,** matrix**[**0**][**0**]});**

matrix**[**0**][**0**]** **=** INT\_MIN**;**

**while(--**k**)** **{**

node t **=** pq**.**top**();**

pq**.**pop**();**

**for** **(**int i **=** 0**;** i **<** 2**;** i**++)** **{**

int x **=** t**.**x**+**dx**[**i**],** y **=** t**.**y**+**dy**[**i**];**

**if** **(**x **<** n **&&** y **<** n **&&** matrix**[**x**][**y**]** **!=** INT\_MIN**)** **{**

pq**.**push**(**node**{**x**,** y**,** matrix**[**x**][**y**]});**

matrix**[**x**][**y**]** **=** INT\_MIN**;**

**}**

**}**

**}**

**return** pq**.**top**().**value**;**

**}**

**};**

### 380. Insert Delete GetRandom O(1)

Medium

Design a data structure that supports all following operations in *average* **O(1)** time.

1. insert(val): Inserts an item val to the set if not already present.
2. remove(val): Removes an item val from the set if present.
3. getRandom: Returns a random element from current set of elements. Each element must have the **same probability** of being returned.

**Example:**

// Init an empty set.

RandomizedSet randomSet = new RandomizedSet();

// Inserts 1 to the set. Returns true as 1 was inserted successfully.

randomSet.insert(1);

// Returns false as 2 does not exist in the set.

randomSet.remove(2);

// Inserts 2 to the set, returns true. Set now contains [1,2].

randomSet.insert(2);

// getRandom should return either 1 or 2 randomly.

randomSet.getRandom();

// Removes 1 from the set, returns true. Set now contains [2].

randomSet.remove(1);

// 2 was already in the set, so return false.

randomSet.insert(2);

// Since 2 is the only number in the set, getRandom always return 2.

randomSet.getRandom();

class RandomizedSet **{**

public**:**

/\*\* Initialize your data structure here. \*/

RandomizedSet**():** sz**(**0**)** **{}**

/\*\* Inserts a value to the set. Returns true if the set did not already contain the specified element. \*/

bool insert**(**int val**)** **{**

**if** **(**m**.**count**(**val**))** **return** **false;**

m**[**val**]** **=** sz**++;**

nums**.**push\_back**(**val**);**

**return** **true;**

**}**

/\*\* Removes a value from the set. Returns true if the set contained the specified element. \*/

bool remove**(**int val**)** **{**

**if** **(!**m**.**count**(**val**))** **return** **false;**

int pos **=** m**[**val**];**

m**[**nums**[--**sz**]]** **=** pos**;**

nums**[**pos**]** **=** nums**[**sz**];**

m**.**erase**(**val**);**

nums**.**pop\_back**();**

**return** **true;**

**}**

/\*\* Get a random element from the set. \*/

int getRandom**()** **{**

**return** nums**[**rand**()** **%** sz**];**

**}**

private**:**

unordered\_map**<**int**,** int**>** m**;** // <number, pos>

int sz**;** // the size of nums

vector**<**int**>** nums**;**

**};**

/\*\*

\* Your RandomizedSet object will be instantiated and called as such:

\* RandomizedSet\* obj = new RandomizedSet();

\* bool param\_1 = obj->insert(val);

\* bool param\_2 = obj->remove(val);

\* int param\_3 = obj->getRandom();

\*/

### 381. Insert Delete GetRandom O(1) - Duplicates allowed

Hard

Design a data structure that supports all following operations in *average* **O(1)** time.

**Note: Duplicate elements are allowed.**

1. insert(val): Inserts an item val to the collection.
2. remove(val): Removes an item val from the collection if present.
3. getRandom: Returns a random element from current collection of elements. The probability of each element being returned is **linearly related** to the number of same value the collection contains.

**Example:**

// Init an empty collection.

RandomizedCollection collection = new RandomizedCollection();

// Inserts 1 to the collection. Returns true as the collection did not contain 1.

collection.insert(1);

// Inserts another 1 to the collection. Returns false as the collection contained 1. Collection now contains [1,1].

collection.insert(1);

// Inserts 2 to the collection, returns true. Collection now contains [1,1,2].

collection.insert(2);

// getRandom should return 1 with the probability 2/3, and returns 2 with the probability 1/3.

collection.getRandom();

// Removes 1 from the collection, returns true. Collection now contains [1,2].

collection.remove(1);

// getRandom should return 1 and 2 both equally likely.

collection.getRandom();

### 382. Linked List Random Node

Medium

Given a singly linked list, return a random node's value from the linked list. Each node must have the **same probability** of being chosen.

**Follow up:**  
What if the linked list is extremely large and its length is unknown to you? Could you solve this efficiently without using extra space?

**Example:**

// Init a singly linked list [1,2,3].

ListNode head = new ListNode(1);

head.next = new ListNode(2);

head.next.next = new ListNode(3);

Solution solution = new Solution(head);

// getRandom() should return either 1, 2, or 3 randomly. Each element should have equal probability of returning.

solution.getRandom();

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

/\*\* **@param** head The linked list's head.

Note that the head is guaranteed to be not null, so it contains at least one node. \*/

Solution**(**ListNode**\*** head**)** **:** head**(**head**)** **{}**

/\*\* Returns a random node's value. \*/

int getRandom**()** **{**

//在此我扩展为k个随机取样(水塘抽样问题)

int k **=** 1**,** cnt **=** 0**;**

vector**<**int**>** ret**;**

ListNode **\***cur **=** head**;**

**while** **(**cur **!=** **nullptr)** **{**

**if** **(**cnt**++** **<** k**)** ret**.**push\_back**(**cur**->**val**);**

**else** **{**

int t **=** rand**()** **%** cnt**;**

**if** **(**t **<** k**)** ret**[**t**]** **=** cur**->**val**;**

**}**

cur **=** cur**->**next**;**

**}**

**return** ret**[**0**];**

**}**

private**:**

ListNode **\***head**;**

**};**

/\*\*

\* Your Solution object will be instantiated and called as such:

\* Solution\* obj = new Solution(head);

\* int param\_1 = obj->getRandom();

\*/

### 383. Ransom Note

Easy

Given an arbitrary ransom note string and another string containing letters from all the magazines, write a function that will return true if the ransom note can be constructed from the magazines ; otherwise, it will return false.

Each letter in the magazine string can only be used once in your ransom note.

**Note:**  
You may assume that both strings contain only lowercase letters.

canConstruct("a", "b") -> false

canConstruct("aa", "ab") -> false

canConstruct("aa", "aab") -> true

class Solution **{**

public**:**

bool canConstruct**(**string ransomNote**,** string magazine**)** **{**

vector**<**int**>** vec**(**256**,** 0**);**

**for** **(**const auto **&**c **:** magazine**)** vec**[**c**]++;**

**for** **(**const auto **&**c **:** ransomNote**)** **{**

**if** **(--**vec**[**c**]** **<** 0**)** **return** **false;**

**}**

**return** **true;**

**}**

**};**

### 384. Shuffle an Array

Medium

Shuffle a set of numbers without duplicates.

**Example:**

// Init an array with set 1, 2, and 3.

int[] nums = {1,2,3};

Solution solution = new Solution(nums);

// Shuffle the array [1,2,3] and return its result. Any permutation of [1,2,3] must equally likely to be returned.

solution.shuffle();

// Resets the array back to its original configuration [1,2,3].

solution.reset();

// Returns the random shuffling of array [1,2,3].

solution.shuffle();

### 385. Mini Parser

Medium

Given a nested list of integers represented as a string, implement a parser to deserialize it.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

**Note:** You may assume that the string is well-formed:

* String is non-empty.
* String does not contain white spaces.
* String contains only digits 0-9, [, - ,, ].

**Example 1:**

Given s = "324",

You should return a NestedInteger object which contains a single integer 324.

**Example 2:**

Given s = "[123,[456,[789]]]",

Return a NestedInteger object containing a nested list with 2 elements:

1. An integer containing value 123.

2. A nested list containing two elements:

i. An integer containing value 456.

ii. A nested list with one element:

a. An integer containing value 789.

### 386. Lexicographical Numbers

Medium

Given an integer *n*, return 1 - *n* in lexicographical order.

For example, given 13, return: [1,10,11,12,13,2,3,4,5,6,7,8,9].

Please optimize your algorithm to use less time and space. The input size may be as large as 5,000,000.

class Solution **{**

public**:**

vector**<**int**>** lexicalOrder**(**int n**)** **{**

dfs**(**0**,** n**);**

**return** res**;**

**}**

private**:**

vector**<**int**>** res**;**

void dfs**(**int i**,** int n**)** **{**

**if** **(**i **>** n**)** **return;**

**for** **(**int j **=** **(**i **==** 0 **?** 1 **:** 0**);** j **<=** 9**;** **++**j**)** **{**

int k **=** i**\***10 **+** j**;**

**if** **(**k **<=** n**)** **{**

res**.**push\_back**(**k**);**

dfs**(**k**,** n**);**

**}**

**}**

**}**

**};**

### 387. First Unique Character in a String

Easy

Given a string, find the first non-repeating character in it and return it's index. If it doesn't exist, return -1.

**Examples:**

s = "leetcode"

return 0.

s = "loveleetcode",

return 2.

**Note:** You may assume the string contain only lowercase letters.

class Solution **{**

public**:**

int firstUniqChar**(**string s**)** **{**

unordered\_map**<**char**,** int**>** m**;**

**for** **(**const auto **&**c **:** s**)** m**[**c**]++;**

**for** **(**int i **=** 0**;** i **<** s**.**length**();** i**++)** **{**

**if** **(**m**[**s**[**i**]]** **==** 1**)** **return** i**;**

**}**

**return** **-**1**;**

**}**

**};**

### 388. Longest Absolute File Path

Medium

Suppose we abstract our file system by a string in the following manner:

The string "dir\n\tsubdir1\n\tsubdir2\n\t\tfile.ext" represents:

dir

subdir1

subdir2

file.ext

The directory dir contains an empty sub-directory subdir1 and a sub-directory subdir2 containing a file file.ext.

The string "dir\n\tsubdir1\n\t\tfile1.ext\n\t\tsubsubdir1\n\tsubdir2\n\t\tsubsubdir2\n\t\t\tfile2.ext" represents:

dir

subdir1

file1.ext

subsubdir1

subdir2

subsubdir2

file2.ext

The directory dir contains two sub-directories subdir1 and subdir2. subdir1 contains a file file1.ext and an empty second-level sub-directory subsubdir1. subdir2 contains a second-level sub-directory subsubdir2 containing a file file2.ext.

We are interested in finding the longest (number of characters) absolute path to a file within our file system. For example, in the second example above, the longest absolute path is "dir/subdir2/subsubdir2/file2.ext", and its length is 32 (not including the double quotes).

Given a string representing the file system in the above format, return the length of the longest absolute path to file in the abstracted file system. If there is no file in the system, return 0.

**Note:**

* The name of a file contains at least a . and an extension.
* The name of a directory or sub-directory will not contain a ..

Time complexity required: O(n) where n is the size of the input string.

Notice that a/aa/aaa/file1.txt is not the longest file path, if there is another path aaaaaaaaaaaaaaaaaaaaa/sth.png.

class Solution **{**

public**:**

int lengthLongestPath**(**string input**)** **{**

input **+=** "\n"**;**

stack**<**int**>** stk**;**

stk**.**push**(**0**);**

int res **=** 0**,** left **=** 0**,** pre **=** **-**1**;**

**while** **(**1**)** **{**

auto pos0 **=** input**.**find**(**'\n'**,** left**);**

auto pos1 **=** input**.**find**(**'.'**,** left**);**

**if** **(**pos0 **==** string**::**npos**)** **break;**

int cur **=** 0**;**

**while** **(**input**[**left**]** **==** '\t'**)** **{**

cur**++;**

left **+=** 1**;**

**}**

**for** **(**int i **=** cur**;** i **<=** pre**;** i**++)** stk**.**pop**();**

stk**.**push**((**int**)**pos0**-**left**+**stk**.**top**()+**1**);**

**if** **(**pos1 **!=** string**::**npos **&&** pos1 **<** pos0**)**

res **=** max**(**res**,** stk**.**top**()-**1**);**

pre **=** cur**;**

left **=** pos0 **+** 1**;**

**}**

**return** res**;**

**}**

**};**

### 389. Find the Difference

Easy

Given two strings ***s*** and ***t*** which consist of only lowercase letters.

String ***t*** is generated by random shuffling string ***s*** and then add one more letter at a random position.

Find the letter that was added in ***t***.

**Example:**

Input:

s = "abcd"

t = "abcde"

Output:

e

Explanation:

'e' is the letter that was added.

class Solution **{**

public**:**

char findTheDifference**(**string s**,** string t**)** **{**

char res **=** 0**;**

**for** **(**auto **&**c **:** s**)** res **^=** c**;**

**for** **(**auto **&**c **:** t**)** res **^=** c**;**

**return** res**;**

**}**

**};**

### 390. Elimination Game

Medium

There is a list of sorted integers from 1 to *n*. Starting from left to right, remove the first number and every other number afterward until you reach the end of the list.

Repeat the previous step again, but this time from right to left, remove the right most number and every other number from the remaining numbers.

We keep repeating the steps again, alternating left to right and right to left, until a single number remains.

Find the last number that remains starting with a list of length *n*.

**Example:**

Input:

n = 9,

1 2 3 4 5 6 7 8 9

2 4 6 8

2 6

6

Output:

6

class Solution **{**

public**:**

int lastRemaining**(**int n**)** **{**

int A **=** 1**,** B **=** 0**;**

int flag **=** 0**;**

**while** **(**n **!=** 1**)** **{**

**if** **(**n **%** 2 **==** 0 **&&** flag**)** B **-=** A**;**

A **\*=** 2**;**

n **/=** 2**;**

flag **^=** 1**;**

**}**

**return** A **+** B**;**

**}**

**};**

### 391. Perfect Rectangle

Hard

Given N axis-aligned rectangles where N > 0, determine if they all together form an exact cover of a rectangular region.

Each rectangle is represented as a bottom-left point and a top-right point. For example, a unit square is represented as [1,1,2,2]. (coordinate of bottom-left point is (1, 1) and top-right point is (2, 2)).

**Example 1:**

![https://assets.leetcode.com/uploads/2018/10/22/rectangle_perfect.gif](data:image/gif;base64,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)rectangles = [

[1,1,3,3],

[3,1,4,2],

[3,2,4,4],

[1,3,2,4],

[2,3,3,4]

]

Return true. All 5 rectangles together form an exact cover of a rectangular region.
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rectangles = [

[1,1,2,3],

[1,3,2,4],

[3,1,4,2],

[3,2,4,4]

]

Return false. Because there is a gap between the two rectangular regions.

**Example 3:**
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[1,1,3,3],

[3,1,4,2],

[1,3,2,4],

[3,2,4,4]

]

Return false. Because there is a gap in the top center.

**Example 4:**

![https://assets.leetcode.com/uploads/2018/10/22/rectangle_intersect.gif](data:image/gif;base64,R0lGODlh+QD6AMQfAFJTU4iJiLa2ttpVVqlHSNfX1+np6fb29mxsbDU1NZqampCRkUBAQHp7esLDwygqKmM4OYhFRnR1dcVOUM5SU6ChoZ1DRbpLTXlAQXd4d4KDgxsbG39/f6SlpQAAAP///yH5BAEAAB8ALAAAAAD5APoAAAX/4CeOZGmeaKqubOu+cCzPdG3feK7vfO//wKBwSCwaj8ikcslsOp/QqHRKrVqv2Kx2y+16v+CweEwum8/otHrNbrvf8Lh8Tq/b7/i8fs/v+4MOHIKDhIWGh4iJiouMjY6PkJGSk5SKDjscDJWVDJqbk52foJ6ikKGlphyYqkmCSq6trEiws7I4tEe4RrpFvES+Q8AzwkHEQMY/yD7KPcwtzquvtrvTvdW/1zTQOts53bfZQt834yflNefa4cXrx+3J7y/pw/HN9TzzMvkx+x/98veixZJGkFtAgwVrJcx1UMU/Fw+fNQS3kJpAhQMzYtxIUSPDitZAoptIjqSNiCxQ/65Q6dCkCZYpYKKQac6lOpE3PVrUGZLnSJzibNIDyu7iR5/BhOpTyo+pP6cAibqTCs/oTo5Xj2I9CRViV4lUl31N6ZTmy7Er0bYMa89qz63Y2OIrqzZm3Zl3a8p1+xNp0L0I/S4F7C3vWcIdCyMuuZhr48OCp0auOjlq5baX5z4uYZazYc+bh2YmG3rw6MBwc6b+e1pxa7ulm8aG0ZlEv9ojcIvQ/XS2Zderi75mPFxv8b7BJSen/dl289zPd0fvfRx0ddHLxc7mzX169+3ew/v2Cn482Oums5M/EugUKkfu3zOKL19RqEtaE/fywL+///8ABijggAQWaOCBCCao4P9zt5FSHyIMKCjhhBRWaOGF/Tn4oCGaYKLhhoREiOGIJJZoIoEfgihIh6jtd+KLMMYoIYN0zeLfAwDkqOOOPPbo4485PnAjkEQWaeSRSB4pZH808lWMfwB0IOWUVFZp5ZVYSgkAlFl26eWXYIYJ5pZMknBAAWgeQBlwLvIXpZhwWkmmm3HWaeedWM7pgSwFCOCnnwZo1+IvXOIJp55vGqrool7qyUqff/6ppmaDBlMoo41eiummmDr6wQF+FnDAAQ746cCklSLXpgeJcnoloq7GqqieEhxggAAFkFAqrpSySWh/rco6JazCFnsolAKUGugIoPqJqn7E7aKpscQaa23/psD+uewIkOaaqmqrBltstdeWS2UFCuiJwJ/eMrvrttFCaymw5pJrbrkKcNCAo80K8OwHtyb7LXbh1jvtvdYqkEEGIvKnCqT46Qqor47lcrCw9iJsbQAM+8fKuyX0S7Gqv9JZbsYaF1tBAw3vKULAEXPrALwkVywtvSdfnLKhFSygwc8BVDDlAi3Lsmu7go78JM7XorzznQssLHUGDSwwZdHMSqqcvOLoHKvTT8fJcQYcLBAAB1Jb3YGn3Ia6dbwls2ow02HfqXAGAVA5dgYKrO2xmcnS7CTBcYuLsdd1g9lABhpYOXbjbDPLmtLHIM4p2Il7WcHCap+LdgYV0Kre/3k3m9y05ZlLqYAGjKu+cN9WRp3BAogKLhzlyaDeqe51V8C61K7jfeXdtPuHgO1v21xwznSnXmUFn2uggNBSLswBlpxH/hbXS5tuLeaZ/975lOJbSbz2cQ2ce/Pj8r4z8cMv3ADs5FMd+t/5wT2v99S6n/LY1LPS76ompZ5xzm9lyp/yCjc3/jlPSqy7HpagJ7UGaGBxwkOgw0ZHGoux73AfdN7vulSBvcmvc+hLyuDW50AQttB5Y6PfBBdAQxlq0GUKrFnXQvg1/2lMdo2zUgm/lMLJca9yPHQV+PA0PiH6TAMBaCKVMNhECuatS0W83RFZKDfmvdBQCpOADaeUr/+pMS6AVFqABBYWNCkt4HNSrFIWk6fD7nXxdEmEmvyGt7iyvdF6aKyfGdNGRPxlRX87/KISfRgmOFoJbRqgnu/YiKUArFFqEuDAGF9lyO0h0o6Gk9US7XQ30FHpbmhU48ICOaWeBeCVm8xTJ9OHu2Uw8k6jtNPvrujG1qlOA2skIBmhyMpjJfCQC9zfHb93SzBtLgMSCGDUGldCqbVxipTE0xzXtEVb5nFTubQTEIfGOalJ70oYDCIuZ6lC9XlTkZdrZpee+Du+BW+NmhRiL+dnqG0mrZvNkGecwunMz5mxAVP6HC/11oBirvOYnkxmIj2AoyRZtEcJ2IBGN8AABHj/9KMgDalIR7ojj5b0ozlCABonac/dQZSWAMWHjAq0gQTY9KY4zalOd4rTB/hUpz59wE19CoB89oyK8XxpO72RIhW1bKYAqilPp0rVnv40p0EVqk1xNEh+JpU/TQURi5iqokM8Far+kWpV17rToLb1qjYFwNSq5tB++iesGxprTDGBVgGpla2A3SpcrQpXlSrgsO1TqhE/iUT+VPSikAUAA3AKgQhY9rKYzexlMQCBzmIAs52trGYjAIEEaDUBCPAiDpFZx8Yu01gIwGkEBkDb2lLgArXN7QAmQAAL+Na3BKAAbXtrAeHqdgAWgMBVU4vHDeYQXAwsV2xvOtvaXoC4/xM47gR+SwDi+ja727UAAbSbXLcyl5mK1SJjuRjKWE3XptWlgHctkN3cUgC4tvWucImL29z2FgPLVW2T3BnQb2LqvQmYbXjFW1/d9na8DvYtbu8L3AncFrgRwOl5+5deOkJXme11FYIjsGDjHhe5Fuivbn8r3AX/1rcUyPBNN5xY57L2wxMNMacQjAH8npi2FG5wbi8gYSDP9wLClbFNaezC1Ua0tew1F4IhAOMfA7nIx6WwioFs4gEoGbUC5mBabGRgRk05xVaurY+Pi2Urf5nJomTnYiUKSilTtrhpHu53s9zmH785zM8lHIjtvFUq55m2Cz4ukfGc5j8318kwXf/vO19brPc+gMpdtjJxg1vb8G7ZzxoG9I0FnWNj5UtolqaykNP84u5u+tBeDvWjB1zLAsOTZ4uz2pk/neb59rnRskavjZ+M4zoLa2X2Q8BVqWwBWNv2ugRAsrNjPWNRE5vUxhaW7Pa17F+feNXTrq2jhQ3ppe6VGwL9ErIzAIDT9njPmkZzuHU7bg4PO9J0dq2OwYhBdst20fQ9sXzhPW9xB9ve5Z4zlCe9bzxtrgFoA4BsB+BdaSMa4OCed71rnHD15jvKxZqewtpNXT23utWZLji1l2xtfC/c1pTG0+oWp4HxBaDdWq3uAAD+YnmrnN4H5zitz+2NdE/JhAuLZAH/cQ5f3U4A2hfI+M9XDuZZi3ktHrw1mMYWAAX80ZcdUPZPdT71aW+8yUOXNMwb7qW70Y+Cs5OS2IVK9rLD+uxx7jA31S7TMneJY+rsAEslGNugYoC3ELZ7nvHeQ73/k+989XuWWNc5SyadeoX3KbObrfjFBx3tV4dN1mMeJ9blrZT5nNJ0NS/elHce6NW2eqDTszww+cx6nWMdxIMpRR5L/fW5ZfwiHY+ZWvdd6yydmtJlx7lATm/EwD+08L/acQ9jW99g0v0CDhs9wUttjApoQAOgH31gx57caf84w7/k9lY6kutVWkAfyV9+UJ8f4el/+fE9wIAvcWyhZUQ2gvc5/2XjdQRYAfRXf8c1feAkZx6nf5EHVrFUP2pTTWxEPQFoRm2UgAoYfJ+Xd/dmbpCHbhmCUF1ieh3AfOd0LvInP12nehPXgQv4gY0XggpXbK7FAHE3eVRDgBOYJRwog1QHZzVYfXunfjCng6aEJcwnTKdUVzBYckLogfcndKGHF2QGVtl0Jc/UUqckflAYdjE4hbTFgC5lgw+Ig+y1OGKUJWPDAalkPV8ShDJohoziT8VHdLcAJbIjQVxIgNv3dXA4h2NIhna4KHjYK3pIDlziSBNkUFMTR1dChx34ZQwQWZC1JGhofbSnA7ZiAKDIGVxyNyY4QwR4TWAyZaO1iqzYiv+ZVVo3tQF9BSD5pw14NQkS0COZtCKFsktY8oOpGFjCOIwZNYv/cYv1oVfkgIyPkFKFgADO2DJv0oXO1wBtiCcIRozayFOyaIwZUlYcUiM50CeiIgJnoiYBYwAccCnjVECWl0F3ko3bOI+x6I3Ep4gjqAK34i0GcDTm6CcScCnI1oaqRDWSKCbySI/z2I32WIvXBwMOgB+3MjPPcivksm39hop4EgAj1ZEe+ZEeyQAbpVEJgIkXpYlG+HhIyAKgEiigcion4AD2Aokr+EAD9R9sNysOyImycQN9oiY/iQIGYC93k3o2WSd6QnrDt4lHCIEq0CciEJEpcAAZE0VHqU3/ONlyIriSKwCVHyCVKUBQV1lIRjcmO9mUaugCQdknglMABkCVZTmWWpKVsjdqnTgD+wgwyfIsbDmUcSmXSZmTdnWPK9STN7CXH9AnMwOKpZIrBSCWcpklgamVN/iQL0COIgAp2vIpAgCZkclJf4lFZ6mSTrkCjWmOBuCW/ygADRCaVzmZdXltd0kDpIKYJBAwB7COkveZsuSavcmUpJmWMHAmpoImBVAqMKmbWseboumboAmceZiPLXAmu+IAqrkbzvlAsIl+V2gcpaOUzGmW2SlHoxmdXEmCyxmez5megwmd+HieRbeb6jksdMmds2eYtTefxiSfdpKIhckcWQie//r5m+yJlYRJYL+RnwMqnvyJlOX5nqW5hw2qntuJf90JGd8pmAtaoVZ4nwA6eho6oBwKeh6aoNG1oGEyoiCYkuYZoYw4oeGpokXokLOZbShKljAqJv6JoOuRoTeaovVpoSXaowr6owQqoGfIohAqnPsXovopo0uppP9pooNmpNiSo0B6oMZHpCdqpUfqpA6qpYsoej7qpZIZpB1ql/jZpWZKnuNJJTu6paRTpG06l29Kn2IqnVhXpnXqpljKoFLKo3PKpn16Q0h6hw86pVxapYWKp3+Ko4Eqpx3Ep41qqGB6k3kKn2MGopXqqAX6UO6pqIOqTI9lkqZ6qkryH6WKqv9AgpI0uqbKZI+yOqsD8qq0wYzvcVa0uqu0iquooIwn4auloKu8WqzGKKyiAKwuehLG2qyyaqtUKgTtgazDSq3Jaq2fcB8Xah3baploWZlp6K3BCa48+a3hWqPkaq7lOq7nCqsut5Xvmq7s6q7wWq/y2qL2iq7tqq78Oq/9uqjxuq/+OrD4Kq4FK7AHu64J+6Hdqq8Ku6T3OqoB+7CiWrGCOqlDCrEIq7EUu6kNS68Ra7GS6rEZK7Jjqqcn650le7EsO7IuS6Yr+7IoO7Oauqcxm7LLSrM5q7Jq+q8c67Mmi4XoAbIbG7Q1C7M9S7A/q7RGi6E3q7NMurBMS7JJK7X2Vru0V4uxVYu1XNu0USux+dqxMnu0UOsc5qG1sim2OMutT0u2bruzcMu2W+u1Btu1LYu0aQu0d1u2DsuwbRu3dUu3fRutYau3Ywu4gwuwhTu1h/u1gisdZ0u1ecu4a2u2Q+u3c7u3byu3k5u1mou4RBu6hlu5iWu3jWu5H4u5nWu6pAu5l0u4Ifu5jiu5Ezu6fCu6lCu0qQu7RSu7gUu7i+u5p1u6j0sdu6u4sTu8uAsR2LoJ9AGOK9K8nCC9lPC80KusNBAI0Lu93Nu93lsfMfMH4ju+5Fu+5nu+6Ju+6ru+7Nu+7vu+8Bu/8ju/9Fu/9nu/WxACADs=)rectangles = [

[1,1,3,3],

[3,1,4,2],

[1,3,2,4],

[2,2,4,4]

]

Return false. Because two of the rectangles overlap with each other.

### 392. Is Subsequence

Easy

Given a string **s** and a string **t**, check if **s** is subsequence of **t**.

You may assume that there is only lower case English letters in both **s** and **t**. **t** is potentially a very long (length ~= 500,000) string, and **s** is a short string (<=100).

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ace" is a subsequence of "abcde" while "aec" is not).

**Example 1:**  
**s** = "abc", **t** = "ahbgdc"

Return true.

**Example 2:**  
**s** = "axc", **t** = "ahbgdc"

Return false.

**Follow up:**  
If there are lots of incoming S, say S1, S2, ... , Sk where k >= 1B, and you want to check one by one to see if T has its subsequence. In this scenario, how would you change your code?

**Credits:**  
Special thanks to [@pbrother](https://leetcode.com/pbrother/) for adding this problem and creating all test cases.

class Solution **{**

public**:**

bool isSubsequence**(**string s**,** string t**)** **{**

int n **=** s**.**length**(),** m **=** t**.**length**(),** j **=** 0**;**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**while** **(**j **<** m **&&** t**[**j**]** **!=** s**[**i**])** j**++;**

**if** **(**j**++** **==** m**)** **return** **false;**

**if** **(**i **==** n**-**1**)** **return** **true;**

**}**

**return** **true;**

**}**

**};**

### 393. UTF-8 Validation

Medium

A character in UTF8 can be from **1 to 4 bytes** long, subjected to the following rules:

1. For 1-byte character, the first bit is a 0, followed by its unicode code.
2. For n-bytes character, the first n-bits are all one's, the n+1 bit is 0, followed by n-1 bytes with most significant 2 bits being 10.

This is how the UTF-8 encoding would work:

Char. number range | UTF-8 octet sequence

(hexadecimal) | (binary)

--------------------+---------------------------------------------

0000 0000-0000 007F | 0xxxxxxx

0000 0080-0000 07FF | 110xxxxx 10xxxxxx

0000 0800-0000 FFFF | 1110xxxx 10xxxxxx 10xxxxxx

0001 0000-0010 FFFF | 11110xxx 10xxxxxx 10xxxxxx 10xxxxxx

Given an array of integers representing the data, return whether it is a valid utf-8 encoding.

**Note:**  
The input is an array of integers. Only the **least significant 8 bits** of each integer is used to store the data. This means each integer represents only 1 byte of data.

**Example 1:**

data = [197, 130, 1], which represents the octet sequence: **11000101 10000010 00000001**.

Return **true**.

It is a valid utf-8 encoding for a 2-bytes character followed by a 1-byte character.

**Example 2:**

data = [235, 140, 4], which represented the octet sequence: **11101011 10001100 00000100**.

Return **false**.

The first 3 bits are all one's and the 4th bit is 0 means it is a 3-bytes character.

The next byte is a continuation byte which starts with 10 and that's correct.

But the second continuation byte does not start with 10, so it is invalid.

class Solution **{**

public**:**

bool validUtf8**(**vector**<**int**>&** data**)** **{**

int cnt **=** 0**;**

**for** **(**auto c **:** data**)** **{**

**if** **(**cnt **==** 0**)** **{**

**if** **((**c **>>** 5**)** **==** 0b110**)** cnt **=** 1**;**

**else** **if** **((**c **>>** 4**)** **==** 0b1110**)** cnt **=** 2**;**

**else** **if** **((**c **>>** 3**)** **==** 0b11110**)** cnt **=** 3**;**

**else** **if** **((**c **>>** 7**)** **==** 0b1**)** **return** **false;**

**}** **else** **{**

**if** **((**c **>>** 6**)** **!=** 0b10**)** **return** **false;**

cnt**--;**

**}**

**}**

**return** cnt **==** 0**;**

**}**

**};**

### 394. Decode String

Medium

Given an encoded string, return its decoded string.

The encoding rule is: k[encoded\_string], where the *encoded\_string* inside the square brackets is being repeated exactly *k* times. Note that *k* is guaranteed to be a positive integer.

You may assume that the input string is always valid; No extra white spaces, square brackets are well-formed, etc.

Furthermore, you may assume that the original data does not contain any digits and that digits are only for those repeat numbers, *k*. For example, there won't be input like 3a or 2[4].

**Examples:**

s = "3[a]2[bc]", return "aaabcbc".

s = "3[a2[c]]", return "accaccacc".

s = "2[abc]3[cd]ef", return "abcabccdcdcdef".

class Solution **{**

public**:**

string decodeString**(**string s**)** **{**

stack**<**string**>** chars**;**

stack**<**int**>** nums**;**

string res**;**

int num **=** 0**;**

**for(**auto **&**c **:** s**)** **{**

**if** **(**isdigit**(**c**))** num **=** num**\***10 **+** **(**c**-**'0'**);**

**else** **if** **(**isalpha**(**c**))** res**.**push\_back**(**c**);**

**else** **if** **(**c **==** '['**)** **{**

chars**.**push**(**res**);**

nums**.**push**(**num**);**

res **=** ""**;**

num **=** 0**;**

**}**

**else** **if** **(**c **==** ']'**)** **{**

string tmp **=** res**;**

int k **=** nums**.**top**();**

nums**.**pop**();**

res **=** chars**.**top**();**

chars**.**pop**();**

**while** **(**k**--)** res **+=** tmp**;**

**}**

**}**

**return** res**;**

**}**

**};**

### 395. Longest Substring with At Least K Repeating Characters

Medium

Find the length of the longest substring ***T*** of a given string (consists of lowercase letters only) such that every character in ***T*** appears no less than *k* times.

**Example 1:**

Input:

s = "aaabb", k = 3

Output:

3

The longest substring is "aaa", as 'a' is repeated 3 times.

**Example 2:**

Input:

s = "ababbc", k = 2

Output:

5

The longest substring is "ababb", as 'a' is repeated 2 times and 'b' is repeated 3 times.

class Solution **{**

public**:**

int longestSubstring**(**string s**,** int k**)** **{**

int cnt**[**256**]** **=** **{**0**};**

**for** **(**auto **&**c **:** s**)** cnt**[**c**]++;**

bool ok **=** **true;**

**for** **(**auto **&**c **:** s**)** **if** **(**cnt**[**c**]** **<** k**)** **{**

c **=** ' '**;**

ok **=** **false;**

**}**

**if** **(**ok**)** **return** s**.**length**();**

stringstream ss**(**s**);**

int res **=** 0**;**

**while** **(**ss **>>** s**)** **{**

res **=** max**(**res**,** longestSubstring**(**s**,** k**));**

**}**

**return** res**;**

**}**

**};**

### 396. Rotate Function

Medium

Given an array of integers A and let *n* to be its length.

Assume Bk to be an array obtained by rotating the array A *k* positions clock-wise, we define a "rotation function" F on A as follow:

F(k) = 0 \* Bk[0] + 1 \* Bk[1] + ... + (n-1) \* Bk[n-1].

Calculate the maximum value of F(0), F(1), ..., F(n-1).

**Note:**  
*n* is guaranteed to be less than 105.

**Example:**

A = [4, 3, 2, 6]

F(0) = (0 \* 4) + (1 \* 3) + (2 \* 2) + (3 \* 6) = 0 + 3 + 4 + 18 = 25

F(1) = (0 \* 6) + (1 \* 4) + (2 \* 3) + (3 \* 2) = 0 + 4 + 6 + 6 = 16

F(2) = (0 \* 2) + (1 \* 6) + (2 \* 4) + (3 \* 3) = 0 + 6 + 8 + 9 = 23

F(3) = (0 \* 3) + (1 \* 2) + (2 \* 6) + (3 \* 4) = 0 + 2 + 12 + 12 = 26

So the maximum value of F(0), F(1), F(2), F(3) is F(3) = 26.

class Solution **{**

public**:**

int maxRotateFunction**(**vector**<**int**>&** A**)** **{**

long long n **=** A**.**size**(),** sum **=** 0**,** res **=** 0**;**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

sum **+=** A**[**i**];**

res **+=** i **\*** A**[**i**];**

**}**

long long temp **=** res**;**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

temp **+=** n**\***A**[**i**]** **-** sum**;**

res **=** max**(**temp**,** res**);**

**}**

**return** res**;**

**}**

**};**

### 397. Integer Replacement

Medium

Given a positive integer *n* and you can do operations as follow:

1. If *n* is even, replace *n* with *n*/2.
2. If *n* is odd, you can replace *n* with either *n* + 1 or *n* - 1.

What is the minimum number of replacements needed for *n* to become 1?

**Example 1:**

**Input:**

8

**Output:**

3

**Explanation:**

8 -> 4 -> 2 -> 1

**Example 2:**

**Input:**

7

**Output:**

4

**Explanation:**

7 -> 8 -> 4 -> 2 -> 1

or

7 -> 6 -> 3 -> 2 -> 1

class Solution **{**

public**:**

int integerReplacement**(**int n**)** **{**

**if** **(**n **==** 1**)** **return** 0**;**

**else** **if** **(**n **==** INT\_MAX**)** **return** 32**;**

**if** **(**m**.**find**(**n**)** **!=** m**.**end**())** **return** m**[**n**];**

**if** **(**n **%** 2 **==** 0**)** **{**

**return** m**[**n**]** **=** 1 **+** integerReplacement**(**n**/**2**);**

**}**

int a **=** 1 **+** integerReplacement**(**n**-**1**);**

int b **=** 1 **+** integerReplacement**(**n**+**1**);**

**return** m**[**n**]** **=** min**(**a**,** b**);**

**}**

private**:**

unordered\_map**<**int**,** int**>** m**;**

**};**

### 398. Random Pick Index

Medium

Given an array of integers with possible duplicates, randomly output the index of a given target number. You can assume that the given target number must exist in the array.

**Note:**  
The array size can be very large. Solution that uses too much extra space will not pass the judge.

**Example:**

int[] nums = new int[] {1,2,3,3,3};

Solution solution = new Solution(nums);

// pick(3) should return either index 2, 3, or 4 randomly. Each index should have equal probability of returning.

solution.pick(3);

// pick(1) should return 0. Since in the array only nums[0] is equal to 1.

solution.pick(1);

class Solution **{**

public**:**

Solution**(**vector**<**int**>&** nums**)** **{**

int n **=** nums**.**size**();**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

m**[**nums**[**i**]].**push**(**i**);**

**}**

**}**

int pick**(**int target**)** **{**

queue**<**int**>** **&**q **=** m**[**target**];**

int ret **=** q**.**front**();**

q**.**pop**();**

q**.**push**(**ret**);**

**return** ret**;**

**}**

private**:**

unordered\_map**<**int**,** queue**<**int**>>** m**;**

**};**

/\*\*

\* Your Solution object will be instantiated and called as such:

\* Solution\* obj = new Solution(nums);

\* int param\_1 = obj->pick(target);

\*/

### 399. Evaluate Division

Medium

Equations are given in the format A / B = k, where A and B are variables represented as strings, and k is a real number (floating point number). Given some queries, return the answers. If the answer does not exist, return -1.0.

**Example:**  
Given a / b = 2.0, b / c = 3.0.  
queries are: a / c = ?, b / a = ?, a / e = ?, a / a = ?, x / x = ? .  
return [6.0, 0.5, -1.0, 1.0, -1.0 ].

The input is: vector<pair<string, string>> equations, vector<double>& values, vector<pair<string, string>> queries , where equations.size() == values.size(), and the values are positive. This represents the equations. Return vector<double>.

According to the example above:

equations = [ ["a", "b"], ["b", "c"] ],

values = [2.0, 3.0],

queries = [ ["a", "c"], ["b", "a"], ["a", "e"], ["a", "a"], ["x", "x"] ].

The input is always valid. You may assume that evaluating the queries will result in no division by zero and there is no contradiction.

### 400. Nth Digit

Medium

Find the *n*th digit of the infinite integer sequence 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, ...

**Note:**  
*n* is positive and will fit within the range of a 32-bit signed integer (*n* < 231).

**Example 1:**

**Input:**

3

**Output:**

3

**Example 2:**

**Input:**

11

**Output:**

0

**Explanation:**

The 11th digit of the sequence 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, ... is a 0, which is part of the number 10.

class Solution **{**

public**:**

int findNthDigit**(**int n**)** **{**

int k **=** 1**;**

// k位数第n个

**while** **(**n **>** 9**\***pow**(**10**,** k**-**1**)\***k**)** **{**

n **-=** 9**\***pow**(**10**,** k**-**1**)\***k**;**

k**++;**

**}**

int m **=** **(**n**-**1**)/**k**,** num **=** pow**(**10**,** k**-**1**)+**m**;**

n **-=** m**\***k**;**

// num的第n位, 即从右往左数第k+1-n位

**return** **(**num **/** **(**int**)**pow**(**10**,** k**-**n**))** **%** 10**;**

**}**

**};**